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Abstract—As we are close to the advent of quantum com-
puting capability, the potential use of resistant algorithms, i.e.,
code-based, lattice-based, hash-based, multivariate-quadratic-
equations, and symmetric-key cryptographic algorithms, depends
on many sensitive factors including resistance against natural
and malicious faults. Active side-channel analysis attacks (SCAs)
such as fault analysis attacks and passive ones, e.g., power anal-
ysis attacks, have been effective to compromise algorithmically-
secure crypto-solutions including the emerging lightweight block
ciphers. Nevertheless, one can provide fault diagnosis approaches
to ameliorate the former and use efficient masking mechanisms
for the latter. There has been recent work to account for power
analysis attacks resistivity before developing new lightweight
block ciphers; nonetheless, in this paper, we present error detec-
tion approaches for such ciphers and present insights towards
future directions for potential, combined power and fault analysis
attacks resistivity as a major deciding factor in developing SCA-
resistant lightweight block ciphers. Through error simulations,
the theoretical back-bone of the presented error detection scheme
for a lightweight block cipher case study is benchmarked. The
proposed design factor can be tailored based on the required
security, fault resistivity, and overhead tolerance of both classical
and post-quantum cryptography.

I. INTRODUCTION

Cryptographic protocols such as elliptic curve digital sig-

nature algorithm (ECDSA) and elliptic curve Diffie–Hellman

(ECDH), or the ones based on Rivest-Shamir-Adleman (RSA)

will be no longer algorithmically-secure1 in post-quantum

era. Various lightweight hash functions and block/stream ci-

phers have been developed to account for tight constraints

of different usage models including implantable and wearable

medical devices, smart infrastructures, and the like. Not only

are such symmetric-key cryptographic algorithms used as

stand-alone security providers, but they are also utilized in

other post-quantum resistant approaches, e.g., hash functions

and stream ciphers used in stateless hash-based post-quantum

scheme SPHINCS [1]. Nevertheless, it is well-known that

through active or passive side-channel attacks (SCAs), such

cryptographic architectures may leak sensitive key-related in-

formation.
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1We use algorithm security and implementation security to accurately
differentiate different types of security.

Protecting lightweight block ciphers against SCAs incurs

performance and complexity overheads which are undesirable.

Thus, embedding SCA resistivity as a deciding factor for

design (it is referred to as design-for-SCA-resistivity hereafter)

beforehand and not as an aftermath is a natural alternate.

There has been previous work on designing (or tweaking

the previously-devised designs) to account for power analysis

attacks utilizing “masking” as an efficient embedded counter-

measure [2]. We would like to emphasize that such designs

have lead to better performance and implementation metrics

compared to the ones based on adding the same masking

countermeasures to the already-designed block ciphers.

In this paper, we present error detection schemes for

efficiently-maskable substitution boxes. We take into account

the nonlinear substitution boxes of (lightweight) block ci-

phers, protected against power analysis through masking,

and propose reliability approaches for thwarting natural and

malicious faults. This work takes into account two lightweight

block ciphers (one efficiently-maskable and the other not)

for proposing efficient error detection schemes. We note that

natural (hardware failures, for instance, single event upsets,

electromagnetic waves, or external radiations) and malicious

(fault analysis attacks) error detection has been considered in

the previous work, see, for instance, [3], [4], [5], [6], [7]. We

also note that there has been previous work on investigating the

resistivity of fault attack countermeasures to power analysis

attacks and on applying power analysis attacks to fault analysis

attack-resistant architectures [8], [9], [10], [11], [12].

II. PRELIMINARIES

In what follows, we present preliminaries on masking,

substitution boxes, and the block ciphers ICEBERG and Zorro.

Masking.Masking [13] is a widely-used method for thwart-

ing power analysis attacks through randomizing the internal

state of the implementations so that information leakage about

the intermediate values is obstructed. As such, knowing d
internal values and computations is ineffective when we deal

with d-th order SCA implementation security.

Substitution boxes. Nonlinear substitution boxes, e.g., S-

boxes of block ciphers, are known to be the most difficult

to mask, e.g., the time complexity of their masking grows at

least quadratically with the order d. Devising block ciphers

which are designed to be effectively masked has been the ob-

jective of previous works, see, for instance, [14]. Non-bijective



substitution boxes usually lead to simple non-profiled attacks;

yet, non-profiled attacks do not exist against bijective (having

one-to-one correspondence) substitution boxes. Efficiently-

maskable bijective substitution boxes can be constructed using

smaller substitution boxes, e.g., KHAZAD [15] and ICE-

BERG [16], or through exhaustive search of permutations over

GF (2n) which is computationally infeasible for large n. It

is noted that typically, 4-bit and 8-bit S-boxes are utilized

in block ciphers. The former is used in lightweight ciphers

through look-up tables or logic gates and the latter, like the

one in the Advanced Encryption Standard, can be implemented

through composite fields, e.g., GF ((22)2)2 or GF (22)4, or

through memory macros implemented on application-specific

integrated circuit (ASIC) or field-programmable gate array

(FPGA).

Block ciphers ICEBERG and Zorro. ICEBERG operates

on 64-bit blocks and uses a 128-bit key. It is an involutional

iterative block cipher based on the repetition of identical round

functions which are key-dependent. This block cipher consists

of two nonlinear substitution layers, a permutation layer,

and key-addition/linear/matrix multiplication layers. For more

details, which are not presented for the sake of brevity, one can

refer to [16]. Through the aforementioned approaches, Zorro

(an efficiently-maskable block cipher) has been developed.

Block size and key size of Zorro are 128 bits, with iterative

24 rounds and 6 steps (combination of 4 rounds). In the

substitution transformation within Zorro, only 4 substitution

boxes are applied to the 4 bytes of the first row in the state

matrix (comparing 24 rounds × 4 substitution boxes in Zorro

with 10 rounds × 16 substitution boxes in the Advanced

Encryption Standard shows roughly half substitution boxes for

Zorro).

III. PROPOSED ERROR DETECTION APPROACH

In this section, we first present the error detection ap-

proaches for the block cipher ICEBERG which has a

relatively-similar architecture (not in terms of being maskable

though) to Zorro. We consider different linear and nonlinear

layers of this block cipher and for the sake of brevity, we do

not present all of our derived computations. Then, we compare

the results with Zorro which has been constructed to be

efficiently-maskable, i.e., power analysis attack resistant. We

note that there is no limitation in generalizing this comparison

for other block ciphers.

A. Linear and Nonlinear Layers of ICEBERG

As we are interested in error detection complexity, we ex-

amine different layers in function γ independently to conclude

the cost2. Fault diagnosis for the substitution boxes s0, s1
of function γ can be performed through concurrent error

detection and signatures. We propose using signatures, e.g.,

parities for detecting odd faults and single stuck-at faults and

interleaved parities to be able to detect burst faults as well,

and storing them with the original values in (a) distributed

2Throughout this paper, small and capital letters are used with different
intentions for different substitutions, permutations, and other functions.

Table I
INTERLEAVED PARITY PREDICTION FOR s0 .

Row, Col. Binary interleaved parity pairs
1, 1-8 00 01 01 00 10 11 11 10
2, 1-8 01 10 00 01 11 11 00 01

1, 9-16 10 11 11 10 01 01 01 00
2, 9-16 00 10 11 01 11 00 10 10

Table II
PREDICTED PARITY FOR s0 FOR SINGLE/ODD FAULTS.

Row, Col. Binary interleaved parity pairs
1, 1-8 0 1 1 0 1 0 0 1
2, 1-8 1 1 0 1 0 0 0 1

1, 9-16 1 0 0 1 1 1 1 0
2, 9-16 0 1 0 1 0 0 1 1

memories using look-up tables or block memories on FPGAs,

or (b) synthesized memories or memory macros on ASICs.

The results of our derivations are presented in Tables I-IV for

s0, s1, respectively. We note that parallel application of s0, s1
(and thus parallel error detection of which) creates substitution

layers S0, S1 such that for 0 ≤ j ≤ 1, Sj : Z16
24→ Z

16
24 :x →

y = Sj(x)⇔ yi = sj(xi), where 0 ≤ i ≤ 15. Thus, detection

of the error in any of s0, s1 would cause the error indication

flag of the entire S0, S1 to be asserted.

Permutations of function γ do not change the signatures.

Permutation layer P8 consists of the parallel application of

8 permutations p8 to the state, where p8 consists of bit

permutations on 8-bit blocks of data such that P8 : Z
8
28→

Z
8
28 :x → y = P8(x)⇔ y(8i + j) = x(8i + p8(j) for

0 ≤ i, j ≤ 7. In other words, we have (�x) = (�y), where

� denotes signatures such as interleaved parity and the like.

Finally, we achieve the error detection of the entire function γ
through the corresponding signatures as �γ : Z64

2 → Z
64
2 =⇒

(�S0)�(�P8)�(�S1)�(�P8)�(�S0), where � is used to

show that the operations are done consecutively.

Modulo-2 addition with the key is through XOR gates (σk).

Moreover, the matrix multiplication (denoted as M ) in the

linear layer εk is a linear step through which, for the 4-bit

entries xi where 0 ≤ i ≤ 15, we perform a multiplication with

the 4 × 4 matrix V = [0, 1, 1, 1; 1, 0, 1, 1; 1, 1, 0, 1; 1, 1, 1, 0].
We derive parities and interleaved parities for this linear step

with low cost as follows.

Remark 1. The predicted parities for the matrix multiplication

are equal to actual parities and there is no cost for their

derivation.

Adjacent fault are very relevant for both natural and mali-

cious faults. Natural faults can happen as single event upset

(SEU) and multiple event upset (MEU), and malicious faults

are usually injected as transient faults which are preferred

to be single stuck-at faults; however, due to technological

constraints, adjacent faults may incur.

Remark 2. The interleaved parities are derived for this linear

sub-block simply through x0 + x1 and x2 + x3, where +
denotes modulo-2 addition.

The critical path delay of the predicted parities in Remark

1 is zero and the one for the interleaved parity in Remark 2



Table III
INTERLEAVED PARITY PREDICTION FOR s1 .

Row, Col. Binary interleaved parity pairs
1, 1-8 00 01 01 00 10 11 11 10
2, 1-8 10 11 00 00 00 01 11 10

1, 9-16 10 11 11 10 01 01 01 00
2, 9-16 01 11 01 10 00 11 10 01

Table IV
PREDICTED PARITY FOR s1 FOR SINGLE/ODD FAULTS.

Row, Col. Binary interleaved parity pairs
1, 1-8 0 1 1 0 1 0 0 1
2, 1-8 1 0 0 0 0 1 0 1

1, 9-16 1 0 0 1 1 1 1 0
2, 9-16 1 0 1 1 0 0 1 1

is TX (delay of an XOR gate).

Based on the aforementioned remarks and considering the

linear layer εk : Z64
2 → Z

64
2 : εk ≡ P64�P4�σk�M�P64,

where P64, P4 are permutations (and thus do not affect the

signatures) whose definitions are not presented for the sake

of brevity, error detection for key schedule is the combination

of those for the aforementioned transformations whose error

detection can be performed through union of the methods

presented.

The following remark presents the fault diagnosis scheme

for the key selection unit of ICEBERG.

Remark 3. The key selection function of ICEBERG includes

a compression function that selects 64 bytes of Ki having

odd indices. A 4 × 4 key selection box is applied in parallel.

We present the interleaved parities for the selection box as

follows: P̂1 = [(x0 + x1 + x2).sel ∨ (x0 + x1).sel] + [(x0 +
x2 +x3).sel∨ (x2 +x3).sel], P̂2 = [(x1 +x2).sel∨x1.sel] +
[(x0 + x3).sel ∨ x3.sel].

1) Intelligent Attacker Assumption: We note that the funda-

mental difference between security attacks and random faults

is the intelligent-attacker assumption. Injection of random

faults mimics errors happening due to natural causes. In

contrast, the intelligent adversary running fault-based crypt-

analysis will carefully determine the fault (s)he is going to

inject and perform injection right at the calculated position

and point of time. Consequently, we note that just trying

random faults will not be helpful in breaking most ciphers.

As such, in addition to the presented work here, we provide

error detection approaches based on recomputing with encoded

operands for both transient and permanent faults. The merit

of these approaches is that they can detect both transient and

permanent faults and unlike (interleaved) parities, they are not

confined to certain fault models, e.g., random faults, as derived

by our simulations.

2) Data Reliability vs. Availability: One can use pipeline-

registers to sub-pipeline the structures to break the timing path

to approximately equal halves. This trend (which can be scaled

to n stages) is consecutively executed for normal (N) and

encoded (E) operands for the n stages. Through such approach,

low degradation in the throughput at the expense of more area

overhead. We utilize Fig. 1 to show a possibility for such a
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Figure 1. Data reliability vs. availability.

scheme. Depending on the requirements in terms of reliability

vs. availability, one can tailor these approaches to fulfill

such constraints, e.g., in Fig. 1, an illustrative compromise is

seen where three sub-segments are considered (three encoded

[rotated or shifted] sub-operands preceded by three normal

sub-operands).

B. Comparison with Zorro

Zorro and ICEBERG are two instances of block ciphers in

which larger substitution boxes are constructed from smaller

ones. In ICEBERG, three applications of 4-bit substitution box

layers, interleaved with a bit permutation, are used. However,

although it is algorithmically-secure, the cost of six 4-bit

substitution boxes to compute an 8-bit substitution box is not

suitable for low-complexity masking. This has been resolved

in Zorro with a Feistel network of substitution boxes along

with an invertible 8 × 8 binary matrix which is shown in

Fig. 2. Moreover, Zorro can be constructed through GF (27)
substitution boxes as shown in Fig. 2. Using signatures for

these two block ciphers with respect to their 8-bit substitution

boxes would result in the same complexity. This is also the

case for recomputing with encoded operands. For signature-

based approaches, based on the hardware platform, one needs

to store the resulting signatures in look-up tables or memory

blocks and the cost is relative to the size of substitution boxes.

However, if one considers 4-bit substitution boxes which are

combined to create an 8-bit box, Zorro has clear advantage

simply because it has less complexity.

C. Error Simulations

Using signatures (interleaved parity prediction as our case

study without losing of generality), we have derived the error

detection capability of block cipher ICEBERG. Throughout

this paper, both single and multiple stuck-at faults have been

considered. Interleaved parity bits are stored in the look-up

tables of the substitution boxes of ICEBERG and for the linear

multiplication, we have used one-bit signatures with no cost as

derived in the previous section. Both stuck-at zero and stuck-at

one faults are injected in multiple locations. Finally, any error

detected in these structures (iterated based on the number of

rounds) leads to error indication flag assertion for the entire

ICEBERG block cipher.

For single-bit and multiple-bit fault injection, we generated

10,000 faults for both types of stuck-at zero and stuck-at



Invertible 8X8 Matrix

Invertible 8X8 Matrix

Invertible 8X8 Matrix

Invertible 8X8 Matrix

8-bit Linear Transform

8-bit Linear Transform

Figure 2. Creating substitution boxes in Zorro through smaller ones and
through GF (27) constructions.

one faults. The proposed approaches detect both transient and

permanent faults and the results of our simulations show that

the detection capability is 99.99% (with very low percent of

false alarms, i.e., the errors that are detected in the intermediate

rounds and are not transferred to the output of the entire

ICEBERG and thus falsely alarm the errors without having

erroneous final output for the block cipher).

IV. CONCLUSIONS

The main constraint in low-cost maskability is to have com-

bined algorithmic/implementation security and low-overhead

power analysis attack resiliency. This is, in-large, in-line

with design-for-error-detection as similarly we need to have

algorithmically-secure designs (for instance, substitution boxes

of Zorro) and of course high error detection resiliency. Suitable

error detection approaches for general VLSI systems can be

vulnerable to fault analysis attacks. Furthermore, the choice

of error detection scheme, e.g., storing the signatures in the

substitution box implemented as memory blocks on FPGAs or

deriving them by logic gates in composite fields on ASICs, af-

fects the approach for design-for-SCA-resistivity. On the other

hand, this choice is dependent on the eventual objectives of

the designs, e.g., if the bottleneck is performance, recomputing

with encoded operands is not justifiable. Thus, a useful insight

is to choose secure schemes (both algorithmically-secure and

secure against fault analysis attacks) which comply with the

eventual design objectives.

In this paper, we have explored error detection approaches

for efficiently-maskable substitution boxes for the hardware

implementations of symmetric-key cryptography and, in par-

ticular, block ciphers. We have taken into account the non-

linear substitution boxes of block ciphers (with emphasis on

lightweight ones), protected against power analysis through

masking, and presented insight to achieve reliability ap-

proaches. The case studies of Zorro and ICEBERG block ci-

phers have been selected and insights for future, potential com-

bined maskabality and error detection have been presented.

With future, emerging directions towards post-quantum cryp-

tography era, these considerations open new research areas

on side-channel analysis resiliency. Finally, we would like to

emphasize that many of the currently-under-investigation au-

thenticated encryption schemes (CAESAR competition [17])

contain substitution boxes which can be designed for thwarting

power analysis attacks (not as aftermath) and thus can be

benefited from the presented insights.
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